using System;

using System.Collections.Generic;

using System.Globalization;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Model

{

public class Book

{

public int BookId { get; set; }

public string Name { get; set; }

public string Author { get; set; }

public string Ganre { get; set; }

public int Size { get; set; }

public string Path { get; set; }

}

}

and

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Model

{

public class Category{

public Category()

{

Books = new List<Book>();

}

public int CategoryId { get; set; }

public string CategoryName { get; set; }

virtual public ICollection<Book> Books { get; set; }

}

}

But my question is, **how to add the book to a category?**

using System;

using System.Collections;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Data.Entity;

using Model;

using DataAccess;

namespace TestDB

{

class Program

{

static void Main(string[] args)

{

Database.SetInitializer(

new DropCreateDatabaseIfModelChanges<BookShelfContext>());

using (var db = new BookShelfContext())

{

var book = new Book

{

Author = "Author Name",

Ganre = "Ganre",

Name = "Book Name",

Path = @"Path",

Size = 10

};

var category = new Category

{

CategoryName = "Interesting"

};

var bookrepository = new Repository<Book>(db);

var categoryrepository = new Repository<Category>(db);

IEnumerable<Book> books = bookrepository.GetAll();

IEnumerable<Category> categories = categoryrepository.GetAll();

//get all books for example

foreach (var b in books)

{

Console.WriteLine(b.Name);

}

}

Console.ReadKey();

}

}

}

Add the context to your Repository so that you can implement the SaveChanges method:

protected readonly DbContext context;

public Repository(DbContext datacontext)

{

DbSet = datacontext.Set<T>();

context = datacontext;

}

public void SaveChanges()

{

context.SaveChanges();

}

Then in order to add a book to an existing BookCategory simply add the book to the Category's collection and save the category:

var categoryrepository = new Repository<Category>(db);

var myCategory = categoryrepository.GetById(1);

myCategory.Books.Add(book);

categoryrepository.SaveChanges();

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Lazy, Eager, and Explicit Loading of Related Data**

There are several ways that the Entity Framework can load related data into the navigation properties of an entity:

* *Lazy loading*. When the entity is first read, related data isn't retrieved. However, the first time you attempt to access a navigation property, the data required for that navigation property is automatically retrieved. This results in multiple queries sent to the database — one for the entity itself and one each time that related data for the entity must be retrieved.
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* *Eager loading*. When the entity is read, related data is retrieved along with it. This typically results in a single join query that retrieves all of the data that's needed. You specify eager loading by using the Include method.

![Eager_loading_example](data:image/png;base64,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)

* Eager loading. When the entity is read, related data is retrieved along with it. This typically results in a single join query that retrieves all of the data that's needed. You specify eager loading by using the Include method.
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* Explicit loading. This is similar to lazy loading, except that you explicitly retrieve the related data in code; it doesn't happen automatically when you access a navigation property. You load related data manually by getting the object state manager entry for an entity and calling the [Collection.Load](http://msdn.microsoft.com/en-us/library/gg696220%28v=vs.103%29.aspx) method for collections or the [Reference.Load](http://msdn.microsoft.com/en-us/library/gg679166%28v=vs.103%29.aspx) method for properties that hold a single entity. (In the following example, if you wanted to load the Administrator navigation property, you'd replace Collection(x => x.Courses) with Reference(x => x.Administrator).)
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Because they don't immediately retrieve the property values, lazy loading and explicit loading are also both known as deferred loading.

In general, if you know you need related data for every entity retrieved, eager loading offers the best performance, because a single query sent to the database is typically more efficient than separate queries for each entity retrieved. For example, in the above examples, suppose that each department has ten related courses. The eager loading example would result in just a single (join) query and a single round trip to the database. The lazy loading and explicit loading examples would both result in eleven queries and eleven round trips to the database. The extra round trips to the database are especially detrimental to performance when latency is high.

On the other hand, in some scenarios lazy loading is more efficient. Eager loading might cause a very complex join to be generated, which SQL Server can't process efficiently. Or if you need to access an entity's navigation properties only for a subset of a set of entities you're processing, lazy loading might perform better because eager loading would retrieve more data than you need. If performance is critical, it's best to test performance both ways in order to make the best choice.

Typically you'd use explicit loading only when you've turned lazy loading off. One scenario when you should turn lazy loading off is during serialization.  Lazy loading and serialization don’t mix well, and if you aren’t careful you can end up querying significantly more data than you intended when lazy loading is enabled. Serialization generally works by accessing each property on an instance of a type. Property access triggers lazy loading, and those lazy loaded entities are serialized. The serialization process then accesses each property of the lazy-loaded entities, potentially causing even more lazy loading and serialization. To prevent this run-away chain reaction, turn lazy loading off before you serialize an entity.

The database context class performs lazy loading by default. There are two ways to disable lazy loading:

* For specific navigation properties, omit the virtual keyword when you declare the property.
* For all navigation properties, set LazyLoadingEnabled to false. For example, you can put the following code in the constructor of your context class:

this.Configuration.LazyLoadingEnabled = false;

Lazy loading can mask code that causes performance problems. For example, code that doesn't specify eager or explicit loading but processes a high volume of entities and uses several navigation properties in each iteration might be very inefficient (because of many round trips to the database). An application that performs well in development using an on premise SQL server might have performance problems when moved to Azure SQL Database due to the increased latency and lazy loading. Profiling the database queries with a realistic test load will help you determine if lazy loading is appropriate.

|  |
| --- |
| using Mm.DomainModel;  using System;  using System.Collections.Generic;  using System.Linq.Expressions;    namespace Mm.DataAccessLayer  {      public interface IGenericDataRepository<T> where T : class      {          IList<T> GetAll(params Expression<Func<T, object>>[] navigationProperties);          IList<T> GetList(Func<T, bool> where, params Expression<Func<T, object>>[] navigationProperties);          T GetSingle(Func<T, bool> where, params Expression<Func<T, object>>[] navigationProperties);          void Add(params T[] items);          void Update(params T[] items);          void Remove(params T[] items);      }  } |

### IList vs IQueryable

Note that the return type of the two Get\* methods is IList<T> rather than IQueryable<T>. This means that the methods will be returning the actual already executed results from the queries rather than executable queries themselves. Creating queries and return these back to the calling code would make the caller responsible for executing the LINQ-to-Entities queries and consequently use EF logic. Besides, when using EF in an N-tier application the repository typically creates a new context and dispose it on every request meaning the calling code won’t have access to it and therefore the ability to cause the query to be executed. Thus you should always keep your LINQ queries inside of the repository when using EF in a disconnected scenario such as in an N-tier application.

### Loading related entities

EF offers two categories for loading entities that are related to your target entity, e.g. getting employees associated with a department in this case. Eager loading uses the Include method on the DbSet to load child entities and will issue a single query that fetches the data for all the included entities in a single call. Each of the methods for reading data from the database in the concrete sample implementation of the IGenericDataRepository<T> interface below supports eager loading by accepting a variable number of navigation properties to be included in the query as arguments.

10. Add a new class named GenericDataRepository to the MM.DataAccessLayer project and implement the IGenericDataRepository<T> interface .

|  |
| --- |
| using Mm.DomainModel;  using System;  using System.Collections.Generic;  using System.Data.Entity;  using System.Data.Entity.Infrastructure;  using System.Linq;  using System.Linq.Expressions;    namespace Mm.DataAccessLayer  {      public class GenericDataRepository<T> : IGenericDataRepository<T> where T : class      {          public virtual IList<T> GetAll(params Expression<Func<T, object>>[] navigationProperties)          {              List<T> list;              using (var context = new Entities())              {                  IQueryable<T> dbQuery = context.Set<T>();                    //Apply eager loading                  foreach (Expression<Func<T, object>> navigationProperty in navigationProperties)                      dbQuery = dbQuery.Include<T, object>(navigationProperty);                    list = dbQuery                      .AsNoTracking()                      .ToList<T>();              }              return list;          }            public virtual IList<T> GetList(Func<T, bool> where,               params Expression<Func<T,object>>[] navigationProperties)          {              List<T> list;              using (var context = new Entities())              {                  IQueryable<T> dbQuery = context.Set<T>();                    //Apply eager loading                  foreach (Expression<Func<T, object>> navigationProperty in navigationProperties)                      dbQuery = dbQuery.Include<T, object>(navigationProperty);                    list = dbQuery                      .AsNoTracking()                      .Where(where)                      .ToList<T>();              }              return list;          }            public virtual T GetSingle(Func<T, bool> where,               params Expression<Func<T, object>>[] navigationProperties)          {              T item = null;              using (var context = new Entities())              {                  IQueryable<T> dbQuery = context.Set<T>();                    //Apply eager loading                  foreach (Expression<Func<T, object>> navigationProperty in navigationProperties)                      dbQuery = dbQuery.Include<T, object>(navigationProperty);                    item = dbQuery                      .AsNoTracking() //Don't track any changes for the selected item                      .FirstOrDefault(where); //Apply where clause              }              return item;          }            /\* rest of code omitted \*/      }  } |

For example, here’s how you would call the GetAll method to get all departments with its employees included:

|  |
| --- |
| IGenericDataRepository<Department> repository = new GenericDataRepository<Department>();  IList<Department> departments = repository.GetAll(d => d.Employees); |

With lazy loading related entities are loaded from the data source by EF issuing a separate query first when the get accessor of a navigation property is accessed programmatically.

11. Lazy loading and dynamic proxy creation is turned off for all entities in a context by setting two flags on the Configuration property on the *DbContext* as shown below. Both these properties are set to true by default.

|  |
| --- |
| namespace Mm.DataAccessLayer  {      using System.Data.Entity;      using System.Data.Entity.Infrastructure;      using Mm.DomainModel;        public partial class Entities : DbContext      {          public Entities()              : base("name=Entities")          {              Configuration.LazyLoadingEnabled = false;              Configuration.ProxyCreationEnabled = false;          }            protected override void OnModelCreating(DbModelBuilder modelBuilder)          {              throw new UnintentionalCodeFirstException();          }            public DbSet<Department> Departments { get; set; }          public DbSet<Employee> Employees { get; set; }      }  } |

### ntityState

On the server side, things will get easier if you decide to not support graphs. In this case you could expose an Add method and an Update method for each entity type and these methods would only operate on a standalone instance rather than a graph of entities. EF makes it simple to implement these methods. It is all about setting the state of the passed in entity object. An entity can be in one of five states as defined by the System.Data.EntityState enumeration:

–Added: the entity is being tracked by the context but hasn’t been added to the database yet.

–Unchanged: the entity is being tracked by the context, it exists in the database but its property values have not been changed since it was fetched from the database.

–Modified: the entity is being tracked by the context, it exists in the database and some or all of its property values have been modified since it was fetched from the database

–Deleted: the entity is being tracked by the context, it exists in the database but will be deleted on the next call to the SaveChanges method.

–Detached: the entity is not being tracked by the context at all.

When the context’s SaveChanges method is called it decides what to do based on the entity’s current state. Unchanged and detached entities are ignored while added entities are inserted into the database and then become Unchanged when the method returns, modified entities are updated in the database and then become Unchanged and deleted entities are deleted from the database and then detached from the context.

### DbSet.Entry

You can explicitly change the state of an entity by using the DbSet.Entry method. There is no need to attach the entity to the context before using this method as it will automatically do the attachment if needed. Below is the implementation of the generic repository’s Add method. It explicitly sets the state of the entity to be inserted into the database to Added before calling SaveChanges to execute and commit the insert statement. Note that using the Entry method to change the state of an entity will only affect the actual entity that you pass in to the method. It won’t cascade through a graph and set the state of all related objects, unlike the DbSet.Add method.

|  |
| --- |
| public virtual void Add(params T[] items)  {      using (var context = new Entities())      {          foreach (T item in items)          {              context.Entry(item).State = System.Data.EntityState.Added;          }          context.SaveChanges();      }  } |

The implementation for the Update and Remove methods are very similar to the Add method as shown below. Note that all exception handling has been omitted for brevity in the sample code.

|  |
| --- |
| public virtual void Update(params T[] items)  {      using (var context = new Entities())      {          foreach (T item in items)          {              context.Entry(item).State = System.Data.EntityState.Modified;          }          context.SaveChanges();      }  }    public virtual void Remove(params T[] items)  {      using (var context = new Entities())      {          foreach (T item in items)          {              context.Entry(item).State = System.Data.EntityState.Deleted;          }          context.SaveChanges();      }  } |

Also note that all methods have been marked as virtual. This allows you to override any method in the generic repository by adding a derived class in cases where you need some specific logic to apply only to a certain type of entity. To be able to extend the generic implementation with methods that are specific only to a certain type of entity, whether it’s an initial requirement or a possible future one, it’s considered a good practice to define a repository per entity type from the beginning. You can simply inherit these repositories from the generic one as shown below and add methods to extend the common functionality based on your needs.

12. Add interfaces and classes to represent specific repositories for the Department and Employee entities to the DAL project.

|  |
| --- |
| using Mm.DomainModel;    namespace Mm.DataAccessLayer  {      public interface IDepartmentRepository : IGenericDataRepository<Department>      {      }        public interface IEmployeeRepository : IGenericDataRepository<Employee>      {      }        public class DepartmentRepository : GenericDataRepository<Department>, IDepartmentRepository      {      }        public class EmployeeRepository : GenericDataRepository<Employee>, IEmployeeRepository      {      }  } |

### Business layer

As mentioned before, the repository is located somewhere between the DAL and the business layer in a typical N-tier architecture. The business layer will use it to communicate with the database through the EDM in the DAL. Any client application will be happily unaware of any details regarding how data is fetched or persisted on the server side. It’s the responsibility of the business layer to provide methods for the client to use to communicate with the server.

13. Add a new project (Mm.BusinessLayer) to the solution with references to the DAL project (Mm.DataAccessLayer) and the project with the domain classes (Mm.DomainModel). Then add a new interface and a class implementing this interface to it to expose methods for creating, reading, updating and deleting entities to any client application.

Below is a sample implementation. In a real world application the methods in the business layer would probably contain code to validate the entities before processing them and it would also be catching and logging exceptions and maybe do some caching of frequently used data as well.

|  |
| --- |
| using Mm.DomainModel;  using System.Collections.Generic;  using Mm.DataAccessLayer;    namespace Mm.BusinessLayer  {      public interface IBusinessLayer      {          IList<Department> GetAllDepartments();          Department GetDepartmentByName(string departmentName);          void AddDepartment(params Department[] departments);          void UpdateDepartment(params Department[] departments);          void RemoveDepartment(params Department[] departments);            IList<Employee> GetEmployeesByDepartmentName(string departmentName);          void AddEmployee(Employee employee);          void UpdateEmploee(Employee employee);          void RemoveEmployee(Employee employee);      }        public class BuinessLayer : IBusinessLayer      {          private readonly IDepartmentRepository \_deptRepository;          private readonly IEmployeeRepository \_employeeRepository;            public BuinessLayer()          {              \_deptRepository = new DepartmentRepository();              \_employeeRepository = new EmployeeRepository();          }            public BuinessLayer(IDepartmentRepository deptRepository,              IEmployeeRepository employeeRepository)          {              \_deptRepository = deptRepository;              \_employeeRepository = employeeRepository;          }            public IList<Department> GetAllDepartments()          {              return \_deptRepository.GetAll();          }            public Department GetDepartmentByName(string departmentName)          {              return \_deptRepository.GetSingle(                  d => d.Name.Equals(departmentName),                  d => d.Employees); //include related employees          }            public void AddDepartment(params Department[] departments)          {              /\* Validation and error handling omitted \*/              \_deptRepository.Add(departments);          }            public void UpdateDepartment(params Department[] departments)          {              /\* Validation and error handling omitted \*/              \_deptRepository.Update(departments);          }            public void RemoveDepartment(params Department[] departments)          {              /\* Validation and error handling omitted \*/              \_deptRepository.Remove(departments);          }            public IList<Employee> GetEmployeesByDepartmentName(string departmentName)          {              return \_employeeRepository.GetList(e => e.Department.Name.Equals(departmentName));          }            public void AddEmployee(Employee employee)          {              /\* Validation and error handling omitted \*/              \_employeeRepository.Add(employee);          }            public void UpdateEmploee(Employee employee)          {              /\* Validation and error handling omitted \*/              \_employeeRepository.Update(employee);          }            public void RemoveEmployee(Employee employee)          {              /\* Validation and error handling omitted \*/              \_employeeRepository.Remove(employee);          }      }  } |

### Client

A client application consuming the sever side code will only need references to the business layer and the entity classes defined in the Mm.DomainModel project. Below is a simple C# console application to test the functionality provided by the business layer. It’s important to note that there are no references or dependencies to EF in this application. In fact you could replace the EF-based DAL with another one using raw T-SQL commands to communicate with the database without affecting the client side code. The only thing in the console application that hints that EF may be involved is the connection string that was generated in the DAL project when the EDM was created and has to be added to the application’s configuration file (App.config). Connection strings used by EF contain information about the required model, the mapping files between the model and the database and how to connect to the database using the underlying data provider.

14. To be able to test the functionality of the business layer and the DAL, create a new console application and add references to the Mm.BusinessLayer project and the Mm.DomainModel project.

|  |
| --- |
| using Mm.BusinessLayer;  using Mm.DomainModel;  using System;  using System.Collections.Generic;    namespace Mm.ConsoleClientApplication  {      class Program      {          static void Main(string[] args)          {              IBusinessLayer businessLayer = new BuinessLayer();                /\* Create some departments and insert them to the database through the business layer \*/              Department it = new Department() { Name = "IT" };              Department sales = new Department() { Name = "Sales" };              Department marketing = new Department() { Name = "Marketing" };              businessLayer.AddDepartment(it, sales, marketing);                /\* Get a list of departments from the database through the business layer \*/              Console.WriteLine("Existing departments:");              IList<Department> departments = businessLayer.GetAllDepartments();              foreach (Department department in departments)                  Console.WriteLine(string.Format("{0} - {1}", department.DepartmentId, department.Name));                  /\* Add a new employee and assign it to a department \*/              Employee employee = new Employee()              {                  FirstName = "Magnus",                  LastName = "Montin",                  DepartmentId = it.DepartmentId              };              businessLayer.AddEmployee(employee);                /\* Get a single department by name \*/              it = businessLayer.GetDepartmentByName("IT");              if (it != null)              {                  Console.WriteLine(string.Format("Employees at the {0} department:", it.Name));                  foreach (Employee e in it.Employees)                      Console.WriteLine(string.Format("{0}, {1}", e.LastName, e.FirstName));              };                /\* Update an existing department \*/              it.Name = "IT Department";              businessLayer.UpdateDepartment(it);                /\* Remove employee \*/              it.Employees.Clear();              businessLayer.RemoveEmployee(employee);                /\* Remove departments\*/              businessLayer.RemoveDepartment(it, sales, marketing);                Console.ReadLine();          }      }  } |
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### Persisting disconnected graphs

While avoiding the complexity of accepting graphs of objects to be persisted at once makes life easier for server side developers, it potentially makes the client component more complex. As you may have noticed by looking at the code for the business layer above, you are also likely to end up with a large number of operations exposed from the server. If you do want your business layer to be able to handle graphs of objects to passed in and be persisted correctly, you need a way of determining what changes were made to the passed in entity objects in order for you to set their states correctly.

For example, consider a scenario when you get a Department object representing a graph with related Employee objects. If all entities in the graph are new, i.e. are not yet in the database, you can simply call the DbSet.Add method to set the state of all entities in the graph to Added and call the SaveChanges to persist the changes. If the root entity, the Department in this case, is new and all related Employee objects are unchanged and already existing in the database you can use the DbSet.Entry method to change the state of the root only. If the root entity is modified and some related items have also been changed, you would first use the DbSet.Entry method to set the state of the root entity to Modified. This will attach the entire graph to the context and set the state of the related objects to Unchanged. You will then need to identify the related entities that have been changed and set the state of these to Modified too. Finally, you may have a graph with entities of varying states including added ones. The best thing here is to use the DbSet.Add method to set the states of the related entities that were truly added to Added and then use the DbSet.Entry method to set the correct state of the other ones.

So how do you know the state of an entity when it comes from a disconnected source and how do you make your business layer able to persist a graph with a variety of objects with a variety of states? The key here is to have the entity objects track their own state by explicitly setting the state on the client side before passing them to the business layer. This can be accomplished by letting all entity classes implement an interface with a state property. Below is a sample interface and an enum defining the possible states.

|  |
| --- |
| namespace Mm.DomainModel  {      public interface IEntity      {          EntityState EntityState { get; set; }      }        public enum EntityState      {          Unchanged,          Added,          Modified,          Deleted      }  } |
| /\* Entity classes implementing IEntity \*/  public partial class Department : IEntity  {      public Department()      {          this.Employees = new HashSet<Employee>();      }        public int DepartmentId { get; set; }      public string Name { get; set; }        public virtual ICollection<Employee> Employees { get; set; }        public EntityState EntityState { get; set; }  }    public partial class Employee : IEntity  {      public int EmployeeId { get; set; }      public int DepartmentId { get; set; }      public string FirstName { get; set; }      public string LastName { get; set; }      public string Email { get; set; }        public virtual Department Department { get; set; }        public EntityState EntityState { get; set; }  } |

With this solution, the business layer will know the state of each entity in a passed in graph assuming the states have been set correctly in the client application. The repository will need a helper method to convert the custom EntityState value to a System.Data.EntityState enumeration value. The below static method can be added to the GenericDataRepository<T> class in the DAL to takes care of this.

|  |
| --- |
| protected static System.Data.EntityState GetEntityState(Mm.DomainModel.EntityState entityState)  {      switch (entityState)      {          case DomainModel.EntityState.Unchanged:              return System.Data.EntityState.Unchanged;          case DomainModel.EntityState.Added:              return System.Data.EntityState.Added;          case DomainModel.EntityState.Modified:              return System.Data.EntityState.Modified;          case DomainModel.EntityState.Deleted:              return System.Data.EntityState.Deleted;          default:              return System.Data.EntityState.Detached;      }  } |

Next, you need to specify a constraint on the IGenericDataRepository<T> interface and the GenericDataRepository<T> class to ensure that the type parameter T implements the IEntity interface and then make some modifications to the CUD methods in the repository as per below. Note that the Update method will actually be able to do all the work now as it basically only sets the System.Data.EntityState of an entity based on the value of the custom enum property.

|  |
| --- |
| public interface IGenericDataRepository<T> where T : class, IEntity { ... } |
| public virtual void Add(params T[] items)  {      Update(items);  }    public virtual void Update(params T[] items)  {      using (var context = new Entities())      {          DbSet<T> dbSet = context.Set<T>();          foreach (T item in items)          {              dbSet.Add(item);              foreach (DbEntityEntry<IEntity> entry in context.ChangeTracker.Entries<IEntity>())              {                  IEntity entity = entry.Entity;                  entry.State = GetEntityState(entity.EntityState);              }          }          context.SaveChanges();      }  }    public virtual void Remove(params T[] items)  {      Update(items);  } |

Also note they key to all this working is that the client application must set the correct state of an entity as the repository will be totally dependent on this. Finally, below is some client side code that shows how to set the state of entities and passing a graph of objects to the business layer.

|  |
| --- |
| using Mm.BusinessLayer;  using Mm.DomainModel;  using System;  using System.Collections.Generic;    namespace Mm.ConsoleClientApplication  {      class Program      {          static void Main(string[] args)          {              IBusinessLayer businessLayer = new BuinessLayer();                /\* Create a department graph with two related employee objects \*/              Department it = new Department() { Name = "IT" };              it.Employees = new List<Employee>              {                  new Employee { FirstName="Donald", LastName="Duck", EntityState=EntityState.Added },                  new Employee { FirstName="Mickey", LastName="Mouse", EntityState=EntityState.Added }              };              it.EntityState = EntityState.Added;              businessLayer.AddDepartment(it);                /\*Add another employee to the IT department \*/              Employee employee = new Employee()              {                  FirstName = "Robin",                  LastName = "Hood",                  DepartmentId = it.DepartmentId,                  EntityState = EntityState.Added              };              /\* and change the name of the department \*/              it.Name = "Information Technology Department";              it.EntityState = EntityState.Modified;              foreach (Employee emp in it.Employees)                  emp.EntityState = EntityState.Unchanged;              it.Employees.Add(employee);              businessLayer.UpdateDepartment(it);                /\* Verify changes by quering for the updated department \*/              it = businessLayer.GetDepartmentByName("Information Technology Department");              if (it != null)              {                  Console.WriteLine(string.Format("Employees at the {0} department:", it.Name));                  foreach (Employee e in it.Employees)                      Console.WriteLine(string.Format("{0}, {1}", e.LastName, e.FirstName));              };                /\* Delete all entities \*/              it.EntityState = EntityState.Deleted;              foreach (Employee e in it.Employees)                  e.EntityState = EntityState.Deleted;              businessLayer.RemoveDepartment(it);                Console.ReadLine();          }      }  } |
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